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AN83902 shows how to create a CFP (C Form-factor Pluggable) Management Interface using PSoC® 3 or PSoC 5LP. 

Included are two example projects that demonstrate the Management Data Input/Output (MDIO) Interface Component, 

which controls the interface bus used in CFP optical modules. 
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1 Introduction 

Global Internet traffic is constantly increasing and is expected to reach 2 zettabytes per year by 2019. The explosion 
of streaming video and cloud computing is the main reason for the increase in traffic. 

To keep pace with this traffic, the Internet requires an upgrade. CFP (C Form-factor Pluggable) optical modules deliver 
100-Gbps data rates to meet the demand. The CFP Multi-Source Agreement (MSA) defines specifications for CFP 
modules, including the Hardware and Management Interface Specifications. 

CFP modules are part of routers, which have limited front panel space. Figure 1 shows the evolution of CFP module 
form factors defined by the CFP MSA. Increases in front panel density result from decreases in module size and power. 
CFP and CFP2 are in demand and are currently shipping, and the market is moving toward CFP4 optical modules to 
quadruple port density compared with CFP. 

Figure 1. CFP Optical Module Form Factor 

 

Module Length 
(mm) 

Width 
(mm) 

Height 
(mm) 

Area 
(mm2) 

CFP 145.0 82.0 13.6 11890 

CFP2 107.5 41.5 12.4 4461 

CFP4 89.0 21.0 9.5 1869 
 

The CFP Management Interface is the main communication interface between a host and a CFP module. The host 
uses this interface to control and monitor the startup, shutdown, and normal operation of the CFP modules that it 
manages. 

The primary protocol of the CFP Management Interface is specified using the MDIO Interface bus, which conforms to 
the general specification of IEEE 802.3, Clause 45. This application note focuses on creating an MDIO interface with 
PSoC 3 and PSoC 5LP. 

CFP 
CFP2 CFP4 
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Although this application note provides basic information on the CFP Management Interface, it is not intended to replace 
the CFP MSA specifications. Please refer to the latest CFP Management Interface Specification and the CFP, CPF2 
or CFP4 Hardware Specification for details. 

This application note assumes that you are familiar with developing applications using PSoC Creator™ for PSoC 3 or 
PSoC 5LP. If you are new to these products, you can find introductory information in AN54181 — Getting Started with 
PSoC 3 and AN77759 – Getting Started with PSoC 5LP. If you are new to PSoC Creator, see the PSoC Creator home 
page. 

Figure 2 shows an example of the CFP Management Interface architecture. The host MDIO interface can communicate 
with multiple CFP modules over the MDIO bus. The port address of each CFP module on the MDIO bus can be 
configured through the port address wires, allowing 32 modules on the same bus. The CFP module has five MDIO port 
address pins; CFP2 and CFP4 have only three MDIO port address pins, allowing up to eight distinct port addresses. 

The architecture also recommends having a dedicated MDIO logic block to handle the high rate of MDIO data and a 
CFP register set. The CFP register set stores CFP optical module ID information, configuration, diagnostic data, and 
vendor-specific data. It is configured as 16-bit words, each occupying one MDIO address. The register set is divided 
into two register groups: nonvolatile register (NVR) and volatile register (VR). Over the internal bus system, the VRs 
are connected to a device that executes the host control commands and reports various digital diagnostics monitoring 
(DDM) data. The nonvolatile memory (NVM) block can be used to back up the NVRs. 

Figure 2. CFP Management Interface Architecture (Source: http://cfp-msa.org) 

 

2 Introduction to the MDIO Interface 

The MDIO interface is a two-wire serial bus used to link the host MDIO interface to the CFP module. The MDIO interface 
specification is controlled by IEEE 802.3. MDIO is similar to I2C. 

IEEE 802.3 has two clauses—Clause 22 and Clause 45—that describe two types of MDIO interface. Clause 22 is the 
basic MDIO interface specification, while Clause 45 adds support for low-voltage devices and a 16-bit address range. 

The MDIO bus has two wires: 

▪ MDC clock, driven by the host 

▪ MDIO data, bidirectional; read direction is toward the host 

The MDIO host (also known as the Station Management Entity) initiates all communication in MDIO and is responsible 
for driving the clock on the MDC wire. The MDC is specified to have a frequency of up to 4 MHz. The standard specifies 
a timing distinction such that when the host sources the MDIO signal, it provides a minimum 10-ns setup-and-hold time 
for the MDC signal. If the slave is supplying the MDIO signal, the specification allows the clock-to-data delay to be a 
minimum of 0 ns and a maximum of 300 ns. 

The MDIO and MDC pins are implemented using 5-V or 3.3-V TTL signals. Clause 45 also adds “0 to 1.5 V” signal logic 
(1.2 V LVCMOS-compatible). 
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An MDIO frame consists of a 32-bit preamble and a 32-bit command body, as Figure 3 shows. 

Figure 3. MDIO Frame Structure 

 

The preamble bits are driven by the host, and they are all logic level HIGH. The bits in the frame command body are 
as follows: 

▪ Start of frame (ST): Always equals 00 and is driven by the host (2 bits). 

▪ Operation code (OP): Frame type, driven by the host (2 bits). Frame type can be Address, Write, Read, or Read 
and post address increment. 

▪ Physical Address (PHYADR): Physical port address (5 bits or 3 bits), same as port address already described.  

▪ Device Type (DEVADD): Type of device being addressed, driven by the host (5 bits). This allows the host to access 
other devices in addition to PHYs. It allows for multiple MDIO slave devices within the same CFP module. 

▪ Turn around (TA): If the frame is a read frame, these bits provide an opportunity for the MDIO interface to start 
driving the MDIO data wire (2 bits). 

▪ Address or Data (16-bit ADDR/DATA): Depends on the frame type: 

 Address frame: 16-bit address driven by the host 

 Write frame: 16-bit data driven by the host 

 Read frame: 16-bit data driven by the MDIO interface 

To read or write a register in a specific slave on a given port, the host opens the register by issuing an address frame 
with the PHYADR.DEVADD.ADDR, as Figure 4 shows. 

Figure 4. MDIO Address Frame Example 

1111…11 00 00 PPPPP BBBBB 10 AAAA…AA 

Preamble ST OP PHYADR DEVADR TA ADDR/DATA 

 

The selected slave latches the address, and then the host issues a read, write, or read-address-increment frame. For 
the write operation, the host provides the valid data in the frame. For the read operation, the host tri-states the MDIO 
line, and the slave sources the data. For the read-address-increment, the slave supplies the data as  

Figure 7, yet increments its address register and is ready for the next read or read-address-increment command. If the 
address register contains 0FFFFh, it will not roll over to 0. The formats of the various frames are shown in Figure 5, 
Figure 6, and Figure 7. 

Figure 5. MDIO Write Frame Example, Data Slot Driven by Master 

1111…11 00 01 PPPPP BBBBB 01 DDDD…DD 

Preamble ST OP PHYADR DEVADR TA ADDR/DATA 

Figure 6. MDIO Read Frame Example, Data Slot Driven by Slave 

1111…11 00 11 PPPPP BBBBB Z0 DDDD…DD 

Preamble ST OP PHYADR DEVADR TA ADDR/DATA 

http://www.cypress.com/
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Figure 7. MDIO Read Address Increment Frame Example, Data Slot Driven by Slave 

1111…11 00 10 PPPPP BBBBB Z0 DDDD…DD 

Preamble ST OP PHYADR DEVADR TA ADDR/DATA 

 

Legend for Figure 4, Figure 5, Figure 6, and Figure 7: 

PPPPP:  5-bit physical port address 
BBBBB:  5-bit device type (DEVADD) 
Z:  Tri-state bit 
AAAA…AA: 16-bit register address 
DDDD…DD: 16-bit data 

2.1 Why Use PSoC? 

PSoC 3 and PSoC 5LP devices are ideal for implementing a CFP Management Interface because they offer the 
following features: 

▪ Programmable digital resources to implement custom interfaces, such as the MDIO Interface, that cannot be found 
in any off-the-shelf microcontroller 

▪ DMA controller for fast data transfer between the CFP register set and other memory blocks, freeing the CPU to 
manage the high-level control logic 

▪ ADCs with multiple channels to measure analog signals, like temperature and voltage, which is a common 
requirement of the DDM block 

▪ DACs to control the optical lenses of a CFP module; you can also use high-resolution pseudo-DACs implemented 
with PWMs. 

▪ Support for digital interfaces, like I2C and SPI, to communicate with other chips in the CFP module 

▪ EEPROM for implementing the NVM 

PSoC Creator provides all these features as standalone Components that are easy to use and configure, as described 
in the following subsections. 

2.1.1  MDIO Interface Component  

You can configure this Component to generate an interrupt for any frame received from the MDIO bus. You can then 
implement your data-handling algorithm in firmware. Or you can configure the Component to automatically handle all 
the CFP registers in hardware, freeing the CPU to implement more advanced CFP module features. The PSoC Creator 
MDIO Interface Component currently implements only Clause 45. 

This application note includes two PSoC Creator example projects to show you how to use the MDIO Interface 
Component. These projects use the CY8CKIT-030 or CY8CKIT-050B PSoC Development Kits (DVKs); the projects 
can be adapted to work with the CY8CKIT-001 DVK by reassigning the pins. The examples show how to support the 
MDIO interface and get data on and off the MDIO bus. Note that the higher level functionality of a CFP module is 
beyond the scope of the example projects. 

2.1.2  DMA Component  

Some CFP registers may affect the status of other parts of the hardware, such as output pin states, or they may control 
the access to other CFP registers. In some cases, the response time to a change in the CFP registers must be within 
a few microseconds, requiring a powerful processor. In these situations, DMA can free the CPU and implement a fast 
method to change almost any register mapped in the PSoC memory, including registers that affect the hardware blocks 
inside PSoC. 

The following documents provide some useful material on how to use DMAs with PSoC: 

▪ Application note: AN52705 – Getting Started with DMA 

▪ White paper: Reducing CPU Loading through Data Buffering of ADCs Using DMA 

▪ Datasheet: Direct Memory Access (DMA) PSoC Creator Component 

2.1.3  ADC Component  

Some monitoring signals handled by the DDM block require an ADC to measure temperature. The following documents 
show examples of temperature measurement with different temperature sensors: 

http://www.cypress.com/
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▪ Application note: AN66477 – Temperature Measurement with a Thermistor 

▪ Application note: AN70698 – Temperature Measurement with an RTD 

▪ Application note: AN60590 – Temperature Measurement with a Diode 

You can also find datasheets for the ADC Components: 

▪ Datasheet: ADC Successive Approximation Register (ADC_SAR) 

▪ Datasheet: Delta Sigma Analog to Digital Converter (ADC_DelSig) 

2.1.4  DAC Component  

One PSoC can have as many as four dedicated 8-bit DACs. In CFP modules, DACs may be used to control the optical 
lenses and to create voltage references for internal operation. One example is to generate the 1.2-V reference for the 
MDIO bus. Learn more about how to use the DACs with PSoC: 

▪ Datasheet: 8-Bit Voltage Digital to Analog Converter (VDAC8) 

▪ Application note: AN69133 – Easy Waveform Generation with the WaveDAC8 Component 

▪ Application note: AN64275 – Getting More Resolution from 8-Bit DACs 

2.1.5  PWM Component  

The number of DACs in PSoC may not be enough to satisfy your CFP module requirements. However, you can use 
high-resolution PWM blocks to implement a pseudo-DAC. Depending on which resources you have left, you can add 
as many as 10 pseudo-DACs to your design. For more information, see the following datasheets: 

▪ Datasheet: Pulse Width Modulator (PWM) PSoC Creator Component 

▪ Datasheet: Trim and Margin PSoC Creator Component 

2.1.6  Digita l  Interface  Components  

PSoC Creator supports common digital interfaces with Components for SPI, I2C, and UART. To learn more, refer to 
the Component datasheets: 

▪ I2C Master/Multi-Master/Slave PSoC Creator Component 

▪ Serial Peripheral Interface (SPI) Slave PSoC Creator Component 

▪ Serial Peripheral Interface (SPI) Master PSoC Creator Component 

▪ Universal Asynchronous Receiver Transmitter (UART) PSoC Creator Component 

2.1.7  EEPROM Component  

PSoC supports up to 2 KB of EEPROM memory. This is sufficient to support all the NVR registers specified in the CFP 
MSA Specification. If you need more nonvolatile registers, you can also use the internal flash memory to store custom 
registers. For more information, go to the following links: 

▪ Datasheet: EEPROM PSoC Creator Component 

▪ Knowledge Base Article: Flash Memory Organization and Array ID Parameter 

  

http://www.cypress.com/
http://www.cypress.com/?rID=49052
http://www.cypress.com/?rID=57546
http://www.cypress.com/?rID=42993
http://www.cypress.com/?rID=46436
http://www.cypress.com/?rID=48916
http://www.cypress.com/?rID=49054
http://www.cypress.com/?rID=49054
http://www.cypress.com/?rID=54728
http://www.cypress.com/?rID=47478
http://www.cypress.com/?rID=48869
http://www.cypress.com/?rID=71587
http://www.cypress.com/?rID=71587
http://www.cypress.com/?rID=48869
http://www.cypress.com/?rID=48908
http://www.cypress.com/?rID=48906
http://www.cypress.com/?rID=48892
http://www.cypress.com/?rID=46455
http://www.cypress.com/?id=4&rID=46656


 

PSoC® 3 and PSoC 5LP - Creating a CFP Management Interface 

www.cypress.com Document No. 001-83902 Rev.*D 6 

3 Getting Started With the MDIO Interface Component 

Included with this application note is a .zip file containing two PSoC Creator projects that use the MDIO Interface 
Component. Save the .zip file to a convenient location on your hard drive and extract the contents to a local folder. 

To get started with the example projects, double-click the AN83902.cywrk PSoC Creator workspace file. 

1. In the Workspace Explorer tab to the left of the screen, expand Example Project 1 by clicking on the small “+” icon 
to the left of it. 

2. Double-click TopDesign.cysch to open the top-level design schematic for the hardware blocks inside PSoC. 

Figure 8 shows the top-level design schematic for Example Project 1. The RefDAC and Opamp Components generate 
and buffer a 1.2-V reference for the MDIO bus. The MDIO_Host Component generates MDIO frames with a 4-MHz bus 
clock. The PhyAddr_CtrlReg Component simulates the port address wires. 

Figure 8. Top-Level Design Schematic for Example Project 1 

 

 

The MDIO Interface Component is in the Cypress Component Catalog in the Communications folder of the Cypress 
tab (see Figure 9). The Default tab contains the companion MDIO Host Component provided with this application note 

as part of the bundled example projects. 

http://www.cypress.com/
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Figure 9. PSoC Creator Component Catalog 

 

Figure 9 also shows that the standard Cypress Component Catalog has two types of predefined MDIO Interface 
configuration in the form of macros: 

▪ MDIO Interface (Advanced): Configures the Component in advanced mode, which automatically handles access 
to the CFP registers. 

▪ MDIO Interface (Basic): Configures the Component in basic mode, which generates an interrupt to firmware at the 
end of an MDIO frame. The user is responsible for handling access to the CFP registers in firmware. 

See also the MDIO Interface Component configuration options, as Figure 12 on page 9 shows. 

All the example projects provided with this application note are designed to run on the CY8CKIT-030 or CY8CKIT-050B 
PSoC DVKs. Each project works in loopback mode, meaning it contains an MDIO Host Component that exercises and 
verifies the functionality of the MDIO Interface Component. An external MDIO host may be used instead of the MDIO 
Host Component. 

To test this project with your own MDIO host, set the MDIO_HOST_ENABLE constant in main.c to 0, 
recompile, and program the DVK again. This makes the project an MDIO interface-only project. Connect port pins 
P12[7] and P12[5] directly to your MDIO bus instead of to P12[6] and P12[4], respectively. 

Note that the MDIO_S (P12[5]) and MDC_S (P12[7]) pins, which are connected to the MDIO Interface Component, are 
configured as transparent sync mode. This is to guarantee the setup and hold timing specification of the MDIO bus. 

You can also configure the project to disable the MDIO Interface Component; set MDIO_INTERFACE_ENABLE to 0. 
Connect port pins P12[6] and P12[4] to your MDIO bus instead of to P12[7] and P12[5], respectively. 

If desired, the host-only and interface-only versions can be programmed into two different DVKs. This allows you to 
observe how messages are passed back and forth between two independent PSoC devices. 

To implement the loopback mode properly, follow the blue connections illustrated in Figure 8 on page 6. All the items 
displayed in blue are off-chip Components and connections, which represent external Components and wiring. Figure 
10 shows the external connections on the DVK. 

http://www.cypress.com/
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Figure 10. CY8CKIT-050B External Connections 

 

Note: A typical value of the pull-up resistor on the MDIO bus data wire is 330 Ω. This resistance is much lower than 
that used with other open-drain buses, such as I2C. 

A VDAC and an opamp are included in the design to provide a 1.2-V reference for all pins connected to the bus wires. 
This same signal is used as the power source for the 330-Ω pull-up resistor on the MDIO bus data wire. 

If the external connection is improperly done, an error message displays on the LCD. 

3.1 User Interface 

In each project, the LCD displays information about the data exchanged between the MDIO Host and the MDIO 
Interface. Figure 11 shows the meaning of each field in the display; all numbers are shown in hexadecimal. 

The first line in the LCD shows the current address accessed by the MDIO Host. The host always sends an address 
frame before a read or write frame. If the host sends a write frame, the data value written in the frame is also displayed 
on the first line of the LCD. If the host sends a read frame, the data value read from the frame is displayed instead. 

The second line displays information about the register stored in the SRAM memory. The register that belongs to a 
specific MDIO address has four access types; see the list in Figure 11. 

Figure 11. LCD Display Information 

 

The two mechanical buttons, SW2 and SW3, on the DVK are for user input. The buttons control the information 
displayed on the LCD as follows: 

▪ SW2: Changes the type of frame being driven on the MDIO bus. It toggles between read and write frames. 

▪ SW3: Sets a new register value in the memory at the current MDIO address.  

The capacitive buttons and sliders on the kit PCB are also for user input. They control the current address display in 
the LCD. The following directions are given with the board oriented such that the LCD is toward the bottom. 

 

▪ Slide your finger up to quickly increment the MDIO address. 

http://www.cypress.com/
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▪ Slide your finger down to quickly decrement the MDIO address. 

▪ Press the button on the top to increment the MDIO address by one unit. 

▪ Press the button on the bottom to decrement the MDIO address by one unit. 

3.2 Example Project 1 – Basic Mode 

Double-click the MDIO Interface Component to open its configuration dialog, as Figure 12 shows. 

Figure 12. MDIO Interface Component Configuration 

 

In the first example project, the MDIO Interface Component is configured for basic mode. In both projects, the physical 
address (PHYADR) is configured in hardware by an external control register to a value of 0x1F. The device address 
(DEVADD) is set to PMA/PMD (0x01). 

The option “Enable external OE” causes the Component to change the MDIO bidirectional terminal to two terminals: 
mdio_in and mdio_out (see Figure 13). 

Figure 13. MDIO Interface Component with MDIO Terminals Exposed 

 

This may be useful when the MDIO bus is multiplexed with multiple MDIO Interface Components inside one PSoC 
device. 

In Example Project 1, keep the original configuration and click OK. Make sure the DVK is connected to the computer’s 
USB port via jumper J1. Then program the project into the DVK by choosing Debug > Program in the PSoC Creator 

menu. After programming, the text displayed on the DVK LCD is similar to that shown in Figure 11. 
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Next, press the capacitive buttons or the slider to change the current address: SW2 to toggle between read and write 
frames or SW3 to change the register value in the memory. In write mode, the register is written by the master over the 
MDIO interface to a new random value about every two seconds. In read mode, the value is changed to a new random 
value every time SW3 is pressed and is then read by the master over the MDIO interface. 

In this example, the data value from the frame should always match the register value in the SRAM for all R/W registers. 

3.2.1  Project  Fi rmware  

Now review the project firmware. In the PSoC Creator Workspace Explorer window, double-click main.c under the 
“Source Files” directory for Example Project 1. 

All the functions in the MDIO Interface Component API include the prefix “MDIO_Interface.” To see the entire list of 
APIs supported by this Component, refer to its datasheet by right-clicking on the Component in the schematic (see 
Figure 8 on page 6) and pressing the Datasheet button. 

In Example Project 1, a buffer of 512 bytes words is allocated for the MDIO registers (0x8000–0x81FF). The MDIO 
Host can write and read all the registers of this buffer. 

For the MDIO Interface Component configured in basic mode, if the physical address and device address match the 
preconfigured values, then it generates a short pulse at the interrupt terminal at the end of the frame. 

The MDIO Interface Component’s interrupt terminal is connected to the Interrupt Component MDIO_ISR (see Figure 8 
on page 6). Code 1 shows an example of the ISR code for this interrupt. This code is located in the main.c file of the 
project. 

http://www.cypress.com/
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Code 1. MDIO Interrupt Handler 

CY_ISR(MDIO_ISR_Handler) 

{ 

    /* Get data received from the host */ 

    MDIO_Interface_ProcessFrame(&opCode, &regData); 

 

    /* Process the data based on theOpCode */ 

    switch(11eartb) 

    { 

    case MDIO_Interface_POS_READ: 

        /* Increment the address */ 

        MdioAddress += 1; 

        /* Prepare data in case the nextframe is a read frame */ 

        PrepareDataForNextFrame(); 

        break; 

 

    case MDIO_Interface_READ: 

        /* Prepare data in case the nextframe is a read frame */ 

        PrepareDataForNextFrame(); 

        break; 

 

    case MDIO_Interface_WRITE: 

        /* Obtain the index to access */ 

        MdioIndex = MdioAddress –  BASE_MDIO_ADDRESS; 

        /* Chck if the address belong totheMDIO buffer*/ 

        if (MdioIndex< MDIO_BUF_SIZE) 

        { 

            MdioBuffer[MdioIndex] = regData; 

        } 

        break; 

 

    case MDIO_Interface_ADDRESS: 

        /* Update the address */ 

        MdioAddress = regData; 

        /* Prepare data in case the nextframe is a read frame */ 

        PrepareDataForNextFrame(); 

        break; 

    } 

 

    11eartbeat += 1; 

} 

 

In the ISR, the frame bits received from the MDIO bus are parsed to obtain the operation code (OP) and the 16-bit 
frame data. The OP causes the following: 

▪ Address OP (2’b00): The MDIO address is updated with the register data from the frame. The MDIO register value 
at this address is stored in an internal FIFO from the Component. The bits stored in the FIFO are transmitted to 
the host in the next read frame. 

▪ Read OP (2’b11): The register value at the current address is stored in the internal FIFO from the Component. 
Note that the internal FIFO already contained the bits to be transmitted after the address frame was received. 

▪ Pos Read OP (2’b10): The current address is incremented, and the register value at the new address is stored in 
the internal FIFO from the Component. 

▪ Write OP (2’b01): The register data received is written to the current MDIO address. 

The PrepareDataForNextFrame() function uses one of the APIs of the MDIO Interface Component, called 
“MDIO_Interface_PutData(regData).” This API stores the given data in the internal FIFO from the Component, which 
will be transmitted to the host in the next read frame. 

http://www.cypress.com/
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At the end of the MDIO interrupt handler, a variable named “12eartbeat” is incremented to indicate that the frames are 
being processed. This variable is used by the main code to display an error message in case of failure. 

Figure 14 shows the flow chart of the top-level execution in the main loop. 

Figure 14. Top-Level Firmware Flow Chart 
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Congratulations! You have completed your first MDIO interface design with PSoC. You can easily modify this example 
design to support all other features that a CFP MDIO Interface requires, such as clear-on-read registers, writable mask 
bits, and write-only registers. 

3.3 Example Project 2 – Advanced Mode 

In Example Project 1, the MDIO Interface Component is configured in basic mode, which requires an ISR to handle the 
data transfer between the MDIO bus and the MDIO registers. In Example Project 2, the MDIO Interface Component is 
configured in advanced mode. This means that all data transfers are done in hardware without using the CPU. 

1. Close the main.c and TopDesign.cysch files for Example Project 1. In the Workspace Explorer window, right-click 
on Project “Example2” and select “Set As Active Project.” 

2. Open TopDesign.cysch for Example Project 2. Double-click the MDIO_Interface Component to open the 
Component Configuration Tool. In the General tab, the only difference between Example Project 1 and Example 
Project 2 is the configuration mode. Select the Register Spaces tab to configure the register spaces (group of 

sequential CFP registers) supported, as Figure 15 shows. 
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Figure 15. MDIO Interface Component Configuration Tool Register Spaces Tab 

 

The register spaces are configured based on the CFP MSA Management Interface Specification document, available 
at http://www.cfp-msa.org. You can change the starting address and ending address of each register space listed on 
the left side. All the registers that belong to one register space can be stored in SRAM or flash. If a register space 
belongs to the NVM block, you can configure it to be stored in SRAM and use the EEPROM Component from PSoC 
Creator to back up the registers. Or you can back it up directly in PSoC flash memory. This topic is beyond the scope 
of this application note and is left for application code. 

Besides configuring the overall parameters for the register spaces, you can configure parameters for individual CFP 
registers. To do this, fill the table presented in the configuration tool for each address from the selected register space. 
Each register supports six configuration settings: 

▪ Initial value of the register 

▪ Writable mask bits 

▪ Clear on read (COR) register 

▪ Write only register 

▪ Trigger on write frames 

▪ Trigger on read frames 

In Example Project 2, the CFPModule_VR register space has a start address equal to 0xA000 (see Figure 15), which 
means the first element of the “Register settings” table is assigned to the address 0xA000, the second one to 0xA001, 
and so on. 

The CFP MSA Specification document contains tables describing the configuration settings of each register that 
belongs to the CFP register spaces. All the register settings of the MDIO Interface Component tool conform to the 
description in the CFP MSA Specification. 

After the Component is configured, the firmware can easily access the registers in the allocated register spaces by 
using the MDIO Interface Component API functions. 

http://www.cypress.com/
http://www.cfp-msa.org/


 

PSoC® 3 and PSoC 5LP - Creating a CFP Management Interface 

www.cypress.com Document No. 001-83902 Rev.*D 14 

The MDIO Interface Component guarantees against data corruption when the MDIO Host (over the bus) and the 
firmware (API calls) access the same register at the same time. 

In the Example Project 2 schematic, three interrupts are triggered under specific conditions, as Figure 16 shows:  

▪ DAT_ISR: triggered when the MDIO Host writes to a register 

▪ ADR_ISR: triggered when the MDIO Host sends an address frame 

▪ COR_ISR: triggered when the MDIO Host reads a COR register 

Note that the Component configured in advanced mode has additional terminals that are not presented in basic mode. 
See the MDIO Interface Component datasheet for details. 

Figure 16. Part of the Top-Level Design from Example Project 2 

 

These terminals do not necessarily need to be connected to Interrupt Components. They can be used to trigger other 
hardware blocks or a DMA channel. For example, a DMA channel can be used to transfer the current MDIO address 
to a queue every time the address frame is received. 

In Example Project 2, keep the original configuration and click OK. Make sure the DVK is connected to the computer’s 
USB port via jumper J1 and then program Example Project 2 into the DVK by choosing Debug > Program in the PSoC 

Creator menu. After programming, you can read or write any register in any MDIO address. To change the MDIO 
address, use the capacitive buttons and the slider. 

As mentioned previously, all the registers configured in this project conform to the CFP MSA Specification document. 
Table 1 on page 14 summarizes the registers specified in the document. 

If the current address is smaller than 0x8000, the read and write frames are ignored and the LCD displays “0xFFFF.” 
Any other register address not listed in the table is not supported and therefore returns “0x0000.” 

Table 1. Registers Summary 

Register 
Addresses 

Access Type 
Writable 

Mask Bits 

0x8000 ~ 0x81FF Read Only 0x00 

0x8400 ~ 0x84FF Read Only 0x00 

0x8800 ~ 0x88FF Read/Write 0xFF 

0xA000 ~ 0xA003 Read Only 0x0000 

0xA004 Read/Write 0xFE23 
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Register 
Addresses 

Access Type 
Writable 

Mask Bits 

0xA005 ~ 0xA00B Read/Write 0x00FF 

0xA00C ~ 0xA00F Read Only 0x0000 

0xA010 Read/Write 0xFE00 

0xA011 Read/Write 0x7FEF 

0xA012 ~ 0xA013 Read/Write 0xFFFF 

0xA014 Read/Write 0x74E0 

0xA015 Read/Write 0xFFFF 

0xA016 ~ 0xA021 Read Only 0x0000 

0xA022 ~ 0xA027 Clear on Read 0x0000 

0xA028 Read/Write 0x01FE 

0xA029 Read/Write 0xA7F8 

0xA02A Read/Write 0x0062 

0xA02B ~ 0xA02C Read/Write 0x0FFF 

0xA02D ~ 0xA07F Read Only 0x0000 

0xA200 ~ 0xA21F Read Only 0x0000 

0xA220 ~ 0xA23F Clear on Read 0x0000 

0xA240 ~ 0xA24F Read/Write 0xFFFF 

0xA250 ~ 0xA25F Read/Write 0xE0DC 

0xA260 ~ 0xA27F Read Only 0x0000 

0xA280 ~ 0xA28F Read/Write 0xFFFF 

0xA290 ~ 0xA2FF Read Only 0x0000 

0xA400 ~ 0xA40F Read Only 0x0000 

0xA410 ~ 0xA41F Clear on Read 0x0000 

0xA420 ~ 0xA42F Read/Write 0x0003 

0xA430 ~ 0xA43F Read Only 0x0000 

0xA440 ~ 0xA44F Read/Write 0x0007 

0xA450 ~ 0xA47F Read Only 0x0000 

When writing in one of the read/write registers listed in the table, consider the writable bit mask. Because some bits are 
read-only, the data frame value in the first line of the LCD may not be the same as the register value in the second line 
of the LCD. 

When reading any register listed in the table except the COR registers, the first and second lines of the LCD show the 
same value. For COR registers, it is possible to observe the register being cleared every time you set a random value 
by pressing SW3. 

The flow chart of the top-level firmware is similar to Example Project 1 (see Figure 14 on page 12). 

Congratulations! You have completed an MDIO interface example project using PSoC 3 or PSoC 5LP that implements 
all the features of the CFP MDIO Interface. You can easily change this example project to implement the other 
requirements of the CFP Management Interface.  

This project also supports the capability to be used in loopback mode, host only, or interface only. Configuration is done 
using the MDIO_HOST_ENABLE and MDIO_INTERFACE_ENABLE defines, as explained in Example Project 1. 
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4 Summary 

This application note provided an introductory description of the CFP Management Interface and how to create it using 
PSoC 3 and PSoC 5LP. 

The PSoC Creator MDIO Interface Component lets you quickly implement a CFP Management Interface for CFP 
modules. PSoC custom logic allows you to implement custom protocol interfaces, such as MDIO, without using the 
CPU. 

The unique ability of PSoC to combine custom digital logic, analog signal processing, and an MCU in a single device 
enables you to integrate combinations of MCUs with FPGAs or CPLDs. This powerful integration not only reduces BOM 
cost, but it also results in PCB board layouts that are less congested, more reliable, and more compact. 
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