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Introduction

In embedded microcontroller systems, you will often need to record time instants when the state of a signal changes. enCoRe II devices make this possible by using capture timers. These are essentially registers that can store the value of a timer when the signal of interest changes state.

Some practical applications of capture timers include, but are not limited to:

- Decoding communication data. This is especially useful with infrared or 27-MHz frequencies. In these technologies, data is decoded based on the duration for which a signal is high or low.
- Gaming. Use a capture timer when you want to record button-press duration, the time between successive button presses, and so on.
2 WirelessUSB Resources

Cypress provides a wealth of data at www.cypress.com to help you select the right WirelessUSB device for your design, and quickly and effectively integrate the device into your design. For a comprehensive list of resources, see the wireless webpage.

- **Overview:** Wireless Roadmap, Modules Roadmap, Wireless Portfolio
- **Product Selectors:** Wireless Product Selector
- **Datasheets:** Describe and provide electrical specifications for various device families. You can access the datasheets of all wireless products here.
- **Application Notes and Code Examples:** Cover a broad range of topics, from basic to advanced level. Many of the application notes include code examples. You can access the complete list of wireless application notes here and code examples here.
- **Technical Reference Manuals (TRM):** Provide detailed descriptions of the architecture and registers in each WirelessUSB device family. You can access the complete list of wireless product TRMs here.
- **Development Kits:** You can access the complete list of wireless kits and reference designs here.

Cypress also offers ARM® Cortex®-M0 based, single-chip Bluetooth® Low Energy (BLE) or Bluetooth Smart solutions. You can learn more about Cypress BLE devices here.

3 PSoC Designer

PSoC Designer is the revolutionary Integrated Design Environment (IDE) that you can use to customize PSoC to meet your specific application requirements. PSoC Designer software accelerates system bring-up and time-to-market. Develop your applications using a library of pre-characterized analog and digital peripherals in a drag-and-drop design environment. Then, customize your design leveraging the dynamically generated API libraries of code. Finally, debug and test your designs with the integrated debug environment including in-circuit emulation and standard software debug features.

- Application Editor GUI for device and User Module configuration and dynamic reconfiguration
- Extensive User Module catalog
- Integrated source code editor (C and Assembly)
- Free C compiler with no size restrictions or time limits
- Built-in debugger
- In-circuit emulation (ICE)
- Built-in support for communication interfaces:
  - Hardware and software I2C slaves and masters
  - Low/Full-speed USB 2.0
  - Up to four full-duplex UARTs, SPI master and slave, and wireless

Figure 1 shows the PSoC Designer window. **Note:** This is not the default view.

1. **Global Resources** – all device hardware settings
2. **Parameters** – the parameters of the currently selected User Modules
3. **Pinout** – information related to device pins
4. **Chip-Level Editor** – a diagram of the resources available on the selected chip
5. **Datasheet** – the datasheet for the currently selected User Module
6. **User Modules** – all available User Modules for the selected device
7. **Device Resource Meter** – device resource usage for the current project configuration
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8. **Workspace** – a tree level diagram of files associated with the project

9. **Output** – output from project build and debug operations

*Note: For detailed information on PSoC Designer, go to PSoC Designer > Help > Documentation > Designer Specific Documents > IDE User Guide.*

---

**enCoRe II Capture Timer Block Architecture**

This section provides an introduction to the enCoRe II Timer Block, discusses the enCoRe II capture timer, provides a block diagram of the capture timer, and lists details of the registers associated with capture timers.

**4.1 Introduction to the enCoRe II Timer Block**

All of the timer functions in the enCoRe II family of devices are provided by a single timer block. This timer block can be asynchronous from the CPU clock and includes:

- A 16-bit free-running timer (FRT) that is clocked by the Timer Capture Clock (TCAPCLK) signal.
- A 12-bit programmable interval timer that is clocked by the Interval Timer Clock (ITMRCLK) signal.
- Two 8-bit capture timer registers each for two capture inputs. These 8-bit registers can be concatenated to get a 16-bit capture value.

The TCAPCLK and ITMRCLK can in turn be sourced by the 24-MHz internal main oscillator (IMO), the 32-kHz low-power oscillator, or the external clock signal. In addition, the TCAPCLK can serve as a source for the ITMRCLK.

**4.2 enCoRe II Capture Timer**

Every enCoRe II device has two capture timer inputs bonded out as two pins: TIO0 and TIO1. Each of these inputs has two 8-bit registers associated with it to capture the rising and falling edge events. For example, the two registers associated for the TIO0 input are:

---

**Figure 1. PSoC Designer Layout**

![Image of PSoC Designer Layout](image-url)
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- Timer Capture 0 Rising register (TCAP0R)
- Timer Capture 0 Falling register (TCAP0F)

The capture timer inputs (TIO0 and TIO1) are registered synchronous to the TCAPCLK edges. The TCAPCLK also clocks the 16-bit free running timer in the device (see Figure 2).

TCAP0R holds the time instant of signal rising edges and TCAP0F holds the time instant of signal falling edges at the TIO0 input. Similar registers exist for the TIO1 input as well.

These time instants registered are actually the value of the 16-bit FRT. You can configure the desired eight bits to be captured from the 16-bit FRT. This is achieved by modifying the prescale bits [2:0] in the Timer Configuration register. This feature provides for eight possible capture timer resolutions with a single clock.

The Timer Configuration register also allows for:

- 16-bit capture mode at TIO0
  - The register can hold 16 bits of the free-running timer in this mode. It is available only for the TIO input. In this mode, Capture1 (TIO1) is disabled and Capture1 registers are used as an extension (16-bit) to the Capture0 registers.

- First or recent edge hold
  - When set, the time of the first edge is stored in the register. Subsequent edges are registered only if the capture timer register is read.
  - When clear, the most recent edge is stored in the capture timer registers.

In addition to the Timer Configuration register, there is a Capture Interrupt Enable register and a Capture Interrupt Status register. These two registers are linked with generating interrupts on rising or falling edges of capture timer inputs. All registers associated with the capture timer, their address locations, and bit settings and details are discussed in Registers Associated with Capture Timers.

4.3 Block Diagram of Capture Timer

The block diagram provides an overview of how the different modules make up the capture timer block. The TCAPCLK is the source for the free-running timer. The capture timer registers hold the value of the 16-bit FRT depending on the values set in the configuration register. The capture timer registers can be made to generate an interrupt when they are loaded. enCoRe II devices provide two interrupts for capture timers: the Capture0 interrupt and Capture1 interrupt.

These interrupts are triggered when both the rising edge and falling edge registers associated with that input are loaded. Depending on the application requirements, user firmware must check to see if the interrupt was triggered by a falling or rising edge. The Capture Interrupt Status registers are used for this purpose.
4.4 Registers Associated with Capture Timers

The following registers are associated with capture timers. Their addresses, bit settings, read/write settings, and default values are provided in this section.

Table 1. Timer Clock Configuration (TMRCLKCR) [0x31] [R/W]

<table>
<thead>
<tr>
<th>Bit #</th>
<th>Field</th>
<th>Read/Write</th>
<th>Default</th>
<th>Description</th>
</tr>
</thead>
</table>
| 7:6   | TCAPCLK Divider[1:0]           | R/W        | 1 0     | TCAPCLK Divider controls the TCAPCLK divisor.  
|       |                                |            | 0 0     | 0 = Divider Value 2                              |
|       |                                |            | 0 1     | 1 = Divider Value 4                              |
|       |                                |            | 1 0     | 0 = Divider Value 6                              |
|       |                                |            | 1 1     | 1 = Divider Value 8                              |
| 5:4   | TCAPCLK Select[1:0]            | R/W        | 0 0     | TCAPCLK Select controls the source of the TCAPCLK.  
|       |                                |            | 0 1     | 0 = Internal 24-MHz oscillator                    |
|       |                                |            | 1 0     | 1 = External clock at CLKIN (P0.0) input          |
|       |                                |            | 1 1     | 1 = Internal 32-kHz low-power oscillator         |
|       | Note                           |            |         | The 1024-μs interval timer is based on the assumption that TCAPCLK is running at 4 MHz. Changes in TCAPCLK frequency cause a corresponding change in the 1024-μs interval timer frequency. |
| 3:2   | ITMRCLK Divider[1:0]           | R/W        | 0 0     | ITMRCLK Divider controls the ITMRCLK divisor.  
|       |                                |            | 0 1     | 0 = Divider value of 1                            |
|       |                                |            | 1 0     | 1 = Divider value of 3                            |
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1:0 ITMRCLOCK Select[1:0]
ITMRCLOCK Select field controls the source of the ITMRCLOCK.
0 0 = Internal 24-MHz oscillator
0 1 = External clock at CLKIN (P0.0) input
1 0 = Internal 32-kHz low-power oscillator
1 1 = TCAPCLK

Table 2. Timer Configuration (TMRCR) [0x2A] [R/W]

<table>
<thead>
<tr>
<th>Bit #</th>
<th>Field</th>
<th>Read/Write</th>
<th>Default</th>
</tr>
</thead>
<tbody>
<tr>
<td>7</td>
<td>First Edge Hold</td>
<td>R/W</td>
<td>0 0 0 0</td>
</tr>
<tr>
<td>6:4</td>
<td>8-bit Capture Prescale[2:0]</td>
<td>R/W</td>
<td>0 0 0 0</td>
</tr>
<tr>
<td>3</td>
<td>Cap0 16-bit Enable</td>
<td>R/W</td>
<td>0 0 0 0</td>
</tr>
<tr>
<td>0</td>
<td>Reserved</td>
<td>R/W</td>
<td>0 0 0 0</td>
</tr>
</tbody>
</table>

Bit Name Description
7 First Edge Hold
0 = The time of the most recent edge is held in the Capture Timer Data register. If multiple edges have occurred since reading the capture timer, the time for the most recent one is read.
1 = The time of the first occurrence of an edge is held in the Capture Timer Data register until the data is read. Subsequent edges are ignored until the Capture Timer Data register is read.

6:4 8-bit Capture Prescale[2:0]
This field controls which eight bits of the 16-bit free-running timer are captured when in bit mode.
0 0 0 = capture timer[7:0]
0 0 1 = capture timer[8:1]
0 1 0 = capture timer[9:2]
0 1 1 = capture timer[10:3]
1 0 0 = capture timer[11:4]
1 0 1 = capture timer[12:5]
1 1 0 = capture timer[13:6]
1 1 1 = capture timer[14:7]

3 Cap0 16-bit Enable
0 = Capture 0 16-bit mode is disabled
1 = Capture 0 16-bit mode is enabled. Capture 1 is disabled and the Capture 1 rising and falling registers are used as an extension to the Capture 0 registers—extending them to 16 bits.

2:0 Reserved

Table 3. Capture Interrupt Enable (TCAPINTE) [0x2B] [R/W]

<table>
<thead>
<tr>
<th>Bit #</th>
<th>Field</th>
<th>Read/Write</th>
<th>Default</th>
</tr>
</thead>
<tbody>
<tr>
<td>7</td>
<td>Reserved</td>
<td>R/W</td>
<td>0 0 0 0</td>
</tr>
<tr>
<td>6:4</td>
<td>Cap1 Fall Enable</td>
<td>R/W</td>
<td>0 0 0 0</td>
</tr>
<tr>
<td>3</td>
<td>Cap1 Rise Enable</td>
<td>R/W</td>
<td>0 0 0 0</td>
</tr>
<tr>
<td>0</td>
<td>Cap0 Fall Enable</td>
<td>R/W</td>
<td>0 0 0 0</td>
</tr>
<tr>
<td>1</td>
<td>Cap0 Rise Enable</td>
<td>R/W</td>
<td>0 0 0 0</td>
</tr>
</tbody>
</table>

Bit Name Description
7:4 Reserved
3 Cap1 Fall Enable
0 = Disable the capture 1 falling edge interrupt
1 = Enable the capture 1 falling edge interrupt
2 Cap1 Rise Enable
0 = Disable the capture 1 rising edge interrupt
1 = Enable the capture 1 rising edge interrupt
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1. **Cap0 Fall Enable**
   - 0 = Disable the capture 0 falling edge interrupt
   - 1 = Enable the capture 0 falling edge interrupt

2. **Cap0 Rise Enable**
   - 0 = Disable the capture 0 rising edge interrupt
   - 1 = Enable the capture 0 rising edge interrupt

Table 4. Capture Interrupt Status (TCAPINTS) [0x2C] [R/W]

<table>
<thead>
<tr>
<th>Bit #</th>
<th>7</th>
<th>6</th>
<th>5</th>
<th>4</th>
<th>3</th>
<th>2</th>
<th>1</th>
<th>0</th>
</tr>
</thead>
<tbody>
<tr>
<td>Field</td>
<td>Reserved</td>
<td>Cap1 Fall Active</td>
<td>Cap1 Rise Active</td>
<td>Cap0 Fall Active</td>
<td>Cap0 Rise Active</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Read/Write</td>
<td>–</td>
<td>–</td>
<td>–</td>
<td>–</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
</tr>
<tr>
<td>Default</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Bit</th>
<th>Name</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>7:4</td>
<td>Reserved</td>
<td></td>
</tr>
<tr>
<td>3</td>
<td>Cap1 Fall Active</td>
<td>0 = No event&lt;br&gt;1 = A falling edge has occurred on Cap1</td>
</tr>
<tr>
<td>2</td>
<td>Cap1 Rise Active</td>
<td>0 = No event&lt;br&gt;1 = A rising edge has occurred on Cap1</td>
</tr>
<tr>
<td>1</td>
<td>Cap0 Fall Active</td>
<td>0 = No event&lt;br&gt;1 = A falling edge has occurred on Cap0</td>
</tr>
<tr>
<td>0</td>
<td>Cap0 Rise Active</td>
<td>0 = No event&lt;br&gt;1 = A rising edge has occurred on Cap0</td>
</tr>
</tbody>
</table>

**Note:** The interrupt status bits must be cleared by firmware to enable subsequent interrupts. This is achieved by writing a ‘1’ to the corresponding Interrupt status bits.

Table 5. Timer Capture 0 Rising (TCAP0R) [0x22] [R/W]

<table>
<thead>
<tr>
<th>Bit #</th>
<th>7</th>
<th>6</th>
<th>5</th>
<th>4</th>
<th>3</th>
<th>2</th>
<th>1</th>
<th>0</th>
</tr>
</thead>
<tbody>
<tr>
<td>Field</td>
<td>Capture 0 Rising [7:0]</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Read/Write</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
<td></td>
</tr>
<tr>
<td>Default</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Bit</th>
<th>Name</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>7:0</td>
<td>Capture 0 Rising[7:0]</td>
<td>This register holds the value of the free-running timer at the point when the last rising edge occurred on the TCAP0 input. When Capture 0 is in 8-bit mode, the bits that are stored here are selected by the Prescale[2:0] bits in the Timer Configuration register. When Capture 0 is in 16-bit mode, this register holds the lower-order 8 bits of the 16-bit timer.</td>
</tr>
</tbody>
</table>
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Table 6. Timer Capture 1 Rising (TCAP1R) [0x23] [R/W]

<table>
<thead>
<tr>
<th>Bit #</th>
<th>7</th>
<th>6</th>
<th>5</th>
<th>4</th>
<th>3</th>
<th>2</th>
<th>1</th>
<th>0</th>
</tr>
</thead>
<tbody>
<tr>
<td>Field</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Read/Write</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
</tr>
<tr>
<td>Default</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

Bit Name: 7:0 Capture 1 Rising[7:0]
This register holds the value of the free-running timer at the point when the last rising edge occurred on the TCAP1 input. The bits that are stored here are selected by the Prescale[2:0] bits in the Timer Configuration register. When Capture 1 is in 8-bit mode, this register holds the high-order 8 bits of the 16-bit timer from the last Capture 1 rising edge. When Capture 1 is in 16-bit mode, this register is loaded with the high-order 8 bits of the 16-bit timer on TCAP1 rising edge.

Table 7. Timer Capture 0 Falling (TCAP0F) [0x24] [R/W]

<table>
<thead>
<tr>
<th>Bit #</th>
<th>7</th>
<th>6</th>
<th>5</th>
<th>4</th>
<th>3</th>
<th>2</th>
<th>1</th>
<th>0</th>
</tr>
</thead>
<tbody>
<tr>
<td>Field</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Read/Write</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
</tr>
<tr>
<td>Default</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

Bit Name: 7:0 Capture 0 Falling[7:0]
This register holds the value of the free-running timer at the point when the last falling edge occurred on the TCAP0 input. When Capture 0 is in 8-bit mode, the bits that are stored here are selected by the Prescale[2:0] bits in the Timer Configuration register. When Capture 0 is in 16-bit mode, this register holds the lower-order 8 bits of the 16-bit timer.

Table 8. Timer Capture 1 Falling (TCAP1F) [0x25] [R/W]

<table>
<thead>
<tr>
<th>Bit #</th>
<th>7</th>
<th>6</th>
<th>5</th>
<th>4</th>
<th>3</th>
<th>2</th>
<th>1</th>
<th>0</th>
</tr>
</thead>
<tbody>
<tr>
<td>Field</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Read/Write</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
</tr>
<tr>
<td>Default</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

Bit Name: 7:0 Capture 1 Falling[7:0]
This register holds the value of the free-running timer at the point when the last falling edge occurred on the TCAP1 input. The bits that are stored here are selected by the Prescale[2:0] bits in the Timer Configuration register. When Capture 1 is in 8-bit mode, this register holds the high-order 8 bits of the 16-bit timer from the last Capture 1 falling edge. When Capture 1 is in 16-bit mode, this register is loaded with the high-order 8 bits of the 16-bit timer on TCAP1 falling edge.

In addition to these registers, pins P0.5 and P0.6 should be configured as inputs. This is done using the GUI interface in PSoC Designer or by writing to registers P05CR and P06CR. Refer to the enCoRe II datasheet for further details.
5 General Usage Model

This section presents the hardware and software setup information.

5.1 Hardware Setup

Setting the hardware for capture timer operation is simple and straightforward. Connect the signal of interest to either P0.5 or P0.6 in the enCoRe II device.

5.2 Firmware Setup

The following updates must be made in the firmware to configure the capture timer for operation. Some of these can alternatively be set using the GUI interface in PSoC Designer. Follow the steps in the order presented.

10. Configure pins P0.5 and P0.6 as inputs by clearing the output enable in registers P05CR and P06CR.
11. Configure TCAPCLK and TCAPCLK divider using register TMRCLKCR (Table 1 on page 5).
12. Use the TMRCR (Table 2 on page 6) to get the settings you want: first edge hold, prescale value, and 16-bit capture enable.
13. Unmask the Capture Timer Interrupt in the interrupt mask register.
14. Set the bit for the capture interrupt you want in the Capture Interrupt Enable register (TCAPINTE) (Table 3 on page 6).

If the device is started at this point, it captures the rising and falling edges on TIO0 and TIO1 inputs. This sets the corresponding bits in the Capture Interrupt Status register (TCAPINTS) (Table 4 on page 7). To allow subsequent interrupts, the status bits must be cleared. This is achieved by writing a ‘1’ to the corresponding bit location in the register. This action is generally done in the ISR after determining whether the interrupt was triggered by a rising or falling edge and then clearing the corresponding interrupt bit in the status register before exiting the ISR.

Figure 3 shows the steps to configure the capture timer.
Figure 3. Capture Timer Setup Flow Chart

Device Power On

- Pins P0.5 and P0.6 = Inputs
- Configure TCAPCLK and TCAPCLK Divider using TMRCLKCR Register
- Unmask the Desired Capture Timer Interrupt
- Set Desired Bit in the Capture Interrupt Register (TCAPINTE)
- Perform Device Functions

Are any of the capture timer data registers loaded?

- Yes: Call Capture Timer ISR
- No: 

- Falling: Move Data from TCAP0R/TCAP1F Register
- Rising: Move Data from TCAP0R/TCAP1R Register

Clear Interrupt Status Bit by Writing a '1' to the Appropriate Bit in TCAPINTS Register

Done by Hardware


6 Capture Timer - Caveats

The way the capture timer is structured establishes some restrictions on its use. Figure 4 shows the capture timer functional timing diagram with reference to the Capture 0 input.

- From the figure, you can see that the capture timer data register is updated only on the third rising edge of the capture timer clock after the edge occurs on the input pin. Therefore, the capture timer clock imposes a restriction on the signal pulse width that can be captured.

- TCAPCLK can be clocked at a maximum frequency of 12 MHz. This limits the maximum frequency of the input signal to about 3 MHz. If the signal frequency is greater than 3 MHz, all edges may not be captured.

- If the 1-ms timer is used, then TCAPCLK is forced to 4 MHz. This further reduces the frequency of signals that can be fed to the capture timer input. You can overcome this by forcing the TCAPCLK to 24-MHz SysClk and TCAPCLK divider to '2' instead of '6' for the 1-ms timer. This causes a 1-ms timer interrupt to happen every 341.33 µs. A local variable can be incremented inside the ISR for every call and the 1-ms ISR operations performed when the variable reaches a value of '3'.

- The C compiler imposes a timing overhead (between when the edge occurs and the ISR is invoked). This is minimal (maximum of 5-µs difference when TCAPCLK is 4 MHz) and can be eliminated by using assembly code.

![Figure 4. Capture Timer Functional Timing Diagram for Capture 0 Input](image-url)
7 Using PSoC Designer to Set Up an enCoRe II Device for Capture Timer Operation

PSoC Designer provides a flexible environment for development and debugging.

7.1 Device Editor

PSoC Designer's Device Editor Interconnect view provides a GUI to set and configure clock and divider values for the capture timer. The desired source for the capture clock and an appropriate divider value can be chosen using the drop-down lists.

Configuration settings for the TMRCR register (Table 2 on page 6), capture edge (first or recent), and prescale bits are available through the GUI. However, this interface does not include a provision to enable the 16-bit capture.

The port pin configurations can be set in the Device Editor Interconnect view. Drop-down lists are available to select the drive and threshold modes (CMOS or TTL).

You can perform these steps in the Application Editor view.

7.2 Application Editor

The Application Editor is where firmware code is written to define the behavior of the device. This editor is used for functions such as initializing the device, enabling global interrupts, and initializing modules.

Capture Timer ISR is also written in the Application Editor. PSoC Designer provides the option of building firmware using either assembly or C language.

7.3 Debugger

The debugger provides the same view as the Application Editor, but is read-only. Using this view, code can be downloaded onto the emulation pod and run. The debugger allows you to set breakpoints and step through code.

Example capture timer projects in both assembly and C language are provided with this application note.

8 Summary

The enCoRe II and enCoRe II LV devices are widely used in the USB and wireless human-interface device (HID) market. These devices use the GUI-based tool, PSoC Designer, which makes development easy. This application note, along with the enCoRe II and enCoRe II LV datasheets, simplifies the task of configuring the device for capture timer operation.
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