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Introduction
1 Introduction
The PMAfob Software Example shows a possible software solution for wireless remote control applications like
Remote Keyless Entry (RKE) or Home Automation using PMA51xx or PMA71xx. The available software example
files include inline documentation and are developed to enable an easy software development start and fast time
to market. The software example files can be downloaded from http://www.infineon.com/PMA_tooling. The
installer for the source code of the PMAfob Software Example is called PMAfob_DEMO_Tx_Sources_Vx.y.msi.
The installer is included in the following download packages:

• PMAfob - Software Example
• PMAfob - RKE Demo Software
• PMAfob - Home Automation Demo Software

Furthermore more documentation of the source code done with doxygen is also included in the download package
and can be displayed with a standard browser by opening file ./PMAfobSoftwareExample/html/index.html after
running PMAfob_DEMO_Tx_Sources_Vx.y.msi installer.
The software example supports the following features:

• Five buttons (Handling of five external wake-ups)
• Button stuck detection
• Debounce buttons
• Secure communication

– AES1) or XTEA2) encryption
– Rolling code generation

• Battery voltage measurement
• Energy saving by using Power Down Mode
• Unique ID (PMA or user defined)
• Configurable software by longer button presses

– Change RF Framing
– Switch encryption ON / OFF and change baudrate

– Change unique key number (PMA or user defined)
This document describes the general file structure, the program flow, the initialization of the emulated EEPROM,
the port sampling and the RF-protocol which is used in the PMAfob Software Example. Furthermore the
configuration possibilities by longer button presses are illustrated. This document is compatible with source code
revision 1.1 (PMAfob_DEMO_Tx_Sources_V1.1.msi).

2 File structure
This chapter gives an overview over the file structure of the PMAfob Software Example and describes the
functionality implemented in the source files. Figure 1 shows how the files are linked.

1) Advanced Encryption Standard
2) eXtended Tiny Encryption Algorithm
 Application Note 6 Revision 1.2, 2010-10-11
PMAfob Software Example
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File structure  
Figure 1 File Structure of PMAfob Software Example

2.1 Header files
In the header files the interfaces to different modules are defined. 

2.1.1 Reg_PMA71xx_PMA51xx.h
This is the register definition file for PMA71xx / PMA51xx. Here all SFRs (Special Function Registers) of PMA71xx
/ PMA51xx are defined. This file has to be added to the project if direct SFR access is needed.

2.1.2 PMA71xx_PMA51xx_Library.h
PMA71xx_PMA51xx_Library.h is the interface to the PMA71xx / PMA51xx Function Library. The prototypes of the
Function Library and some declarations for the RF-Transmission are defined here. This file has to be added to the
project together with PMA71xx_PMA51xx_Library.lib if the PMA71xx / PMA51xx Function Library is intended to
be used. All Functions of the Function Library are described in detail in [1].

2.1.3 defines.h
Defines.h includes bit definitions to increase the readability of the code. The enumeration types Encryption_Type,
Encryption_Status and eUnique_Key_Nr are also defined here. The struct ActualButtonPresses_s is used to
identify the pressed button and count the actual button press duration.

main.c

#include Misc_Functions .h
#include Reg _PMA51xx.h
#include PMA 51xx_Library.h
#include "defines .h"
...
void main(void){
…
}

Misc_Functions .c
#include "PMA51xx_Library.h"
#include "defines .h"
#include "RF_Functions .h"

Calc_RCode(..){
...
}
...

RF_Functions .c

#include "Reg_PMA51xx.h"
#include "PMA51xx_Library .h"
#include "defines .h"
#include "Misc_Functions .h"

TransmitCmdFrame(..){
…
}
...

PMA71xx_PMA51xx_Library.h
…
AES128Decrypt(..)
AES128Encrypt(..)
CalibrateIntervalTimer (..)
...

Reg_PMA71xx_PMA51xx.h
...
sfr RFC      = 0xEE;  
sfr RFD      = 0x8E;  
sfr RFENC    = 0xE7;
...

Misc_Functions .h

Calc_RCode();
ProcessButtonPress (..);

PMA71xx_PMA51xx_Library.lib

defines .h

#define BIT _PP1 0x01
#define BIT _PP2 0x02
...

RF_Functions.h

TransmitCmdFrame(..);
RFInit();

InitEEPROM.A51

CSEG    AT      0x5780
DB   RC0
DB   RC1
DB   RC2
DB   RC3

... 5780H

5880H

FLASH
00000001
00000000

...
00000000
00000000

STARTUP_PMA71xx_PMA51xx.A51

CSEG    AT      0x4000
LJMP    STARTUP 1
...

00H

FFH

RAM
00000000
00000000

...00000000
00000000
 Application Note 7 Revision 1.2, 2010-10-11
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File structure
2.1.4 RF_Functions.h
The interface to functions TransmitCmdFrame_AES() and TransmitCmdFrame_XTEA() is defined in
RF_Functions.h.

2.1.5 Misc_Functions.h
The interface to functions Calc_RCode(), ProcessButtonPress() and XTEA_encipher() is defined in
Misc_Functions.h.

2.2 Source files
The source files include the implementation of the start up file, the EEPROM initialization file, the functions used
for button press detection, rolling code generation, RF framing and transmission.

2.2.1 STARTUP_PMA71xx_PMA51xx.A51
This file is a modified copy of the standard 8051 startup file STARTUP.A51 delivered from KEILTM. It has to be
added to the project. If not, the standard STARTUP.A51 is included by the linker. If PMA71xx / PMA51xx starts up
from reset the whole idata memory 00H - FFH is initialized to 00H. The lower idata memory 00H - 7FH can be
powered during Power Down or Thermal Shutdown Mode by setting SFR bit CFG2.4 [PDLMB] to zero. If the
PMA71xx / PMA51xx wakes up from Power Down or Thermal Shutdown State bit PDLMB is checked. If the lower
idata memory is powered during Power Down or Thermal Shutdown State only the higher idata memory block 80H
- FFH, otherwise the whole idata memory 00H - FFH, is initialized to 00H.
Finally the stack pointer is set and a ljmp to main() is executed.

2.2.2 InitEEPROM.A51
The location of the rolling code start value in the FLASH is defined in this file. When the program is loaded down
to the device the rolling code is written to FLASH User Data Sector I.

2.2.3 main.c
This file includes the main() function of the PMAfob Software Example and is executed after
STARTUP_PMA71xx_PMA51xx.A51. 
The following global variables are used to change the RF-Frame, the encryption, and the unique key number by
a long button press:
• My_Encryption_Type: AES or XTEA framing can be used. The RF-Frames are defined in Chapter 6.
• My_Encryption_Status: AES or XTEA (depends on My_Encryption_Type) encryption can be switched on/off.
• My_Unique_Key_Nr: 4 byte of PMA unique ID or user defined unique ID can be used. The user defined unique 

ID is set with #define USER_KEY_NR in defines.h.
The xdata variables are also defined globally. In the main() function the wake-up bit DSR.1 [WUP] is checked to
decide whether the device starts up from reset or with a wake-up event from Power Down Mode. 
In case of a reset, PP1-PP4 and PP6 are configured to be used as the external wake-ups. Therefore the port
direction is set to input, the internal pull-up resistors and the external wake-ups WU0-WU4 are enabled
(unmasked). PP8 is also set to input and the pull-up resistor for PP8 is enabled. PP8 is used to check if the port
sampling feature has been used (when one sector of the emulated EEPROM has been erased). Finally some
variables are initialized and the Interval Timer is set to the maximal wake-up interval of about 524 s.
In the wake-up routine the Watchdog Timer is handled. External wake-ups in combination with the Interval Timer
wake-up are used to debounce the buttons, detect button presses and button stuck.
 Application Note 8 Revision 1.2, 2010-10-11
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2.2.4 Misc_Functions.c
The functions Check_SampleArray(), Calc_RCode(), ProcessButtonPress() and XTEA_encipher() are
implemented within this file. A description of the functionality of each function can be found below.

2.2.4.1 Check_SampleArray()
Check_SampleArray() is a basic implementation of checking the sample array which is used to monitor the ports
while the EEPROM write function in Calc_RCode() is executed. The WU ports are sampled on every 4th write
access. PP8 is used to check if the ports were sampled. If the Ports were sampled, the sample array is 1B on the
position of PP8, due to the internal pull-up resistor, otherwise it is 0B.

2.2.4.2 Calc_RCode()
The previous rolling code is loaded from the emulated EEPROM. According to the setting of the global variable
My_Encryption_Type in file main.c the new rolling code is calculated. If AES Framing has been choosen the
previous rolling code is multiplied with a constant long (32 bit) value. Then a constant int (16 bit) value is added.
If XTEA Framing has been choosen the rolling code is implemented as a simple 32 bit up-counter. Therefore the
previous rolling code is incremented by 1. The result, the actual rolling code, is stored to the emulated EEPROM.
While the EEPROM write function is executed the ports are monitored to be able to detect a button pressed in
between.

2.2.4.3 ProcessButtonPress()
When a button is pressed the button ID is stored in the battery buffered xdata. ProcessButtonPress() checks if the
ID of the pressed button is equal to the ID stored in the xdata (button has been pressed before) and increments a
counter. If this counter reaches a predefined value TransmitCmdFrame_AES() or TransmitCmdFrame_XTEA() is
called and the button ID is set to zero, so the counter is not increased by a stuck button. Within
TransmitCmdFrame_AES() or TransmitCmdFrame_XTEA() a new rolling code is calculated by Calc_RCode(). If
a button press has been detected during Calc_RCode() a new rolling code is calculated and the appropriate RF-
Frame is sent.

2.2.4.4 XTEA_encipher()
The algorithm for encrypting data with XTEA is a public domain implementation by David Wheeler and Roger
Needham. It is implemented in C and not optimized for 8051 microcontrollers up to now. 32 rounds are used for
encryption.

2.2.5 RF_Functions.c
The functions of RFInit(), RFTransmit(), TransmitCmdFrame_AES() and TransmitCmdFrame_XTEA() are
implemented in RF_Functions.c.

2.2.5.1 RFInit()
First of all a variable of the struct RF_Config, see PMA71xx_PMA51xx_Library.h, is defined and initialized. Then
the Library function InitRF() is called to set the appropriate values to all SFRs needed for the RF-Transmission. A
detailed description of each element of the struct RF_Config can be found in [1].

2.2.5.2 RFTransmit()
This function is used to generate the RF-Framing which is required by the TDA523x receiver. The RF-Frame is
described in detail in Chapter 6.
 Application Note 9 Revision 1.2, 2010-10-11
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Program flow
2.2.5.3 TransmitCmdFrame_AES()
The payload of the RF-Frame is generated within this function. The structure of this payload can be found in
Chapter 6.1. A part of the payload is the rolling code and the battery voltage, which is measured using the Library
Function MeasureSupplyVoltage(). The whole 128 bit payload can be encrypted with AES and embedded into the
RF-Frame.

2.2.5.4 TransmitCmdFrame_XTEA()
The payload of the RF-Frame is generated within this function. The structure of this payload can be found in
Chapter 6.2. A part of the payload is the rolling code and the battery voltage, which is measured using the Library
Function MeasureSupplyVoltage(). According to the LSB of the rolling code the nibbles of some bytes of the
payload are swapped if the RF-Frame is encrypted which is shown in Chapter 6.2.1. 64 bit of the 88 bit payload
can be encrypted with XTEA and embedded into the RF-Frame.

2.3 Function Library file (PMA71xx_PMA51xx_Library.lib)
This is the Function Library where all functions, defined in PMA71xx_PMA51xx_Library.h, are implemented. All
functions of the Function Library are described in detail in [1].

3 Program flow
Figure 2 on Page 11 shows the program flow of the PMAfob Software Example.
The device starts program execution within the startup file. After RAM initialization the wake-up flag in SFR DSR.1
[WUP] is checked to decide whether the device starts up from a reset or because of a wake-up event. 
If PMA71xx / PMA51xx starts up from reset PP1-PP4 and PP6 (WU0-WU4) are configured as external wake-up
pins. Therefore the port direction must be set to input and the internal pull-up resistors must be activated (assumed
that a pressed button generates a LOW on the pin). Also PP8 is set to input and its internal pull-up resistor is
activated. This is used for analysing the port sampling array. Finally, the Interval Timer is set to the longest
possible wake-up interval of about 524 s and the PMA71xx / PMA51xx is set into Power Down Mode to save
energy and waits for a wake-up event.
If PMA71xx / PMA51xx starts up from Power Down Mode with a wake-up event, the wake-up source is checked.
Seven wake-up sources are handled by the PMAfob Software Example. These are the Watchdog Timer, the
external wake-ups WU0-WU4 and the Interval Timer. The Watchdog Timer wake-up has the highest priority. If a
Watchdog Timer wake-up occurs, a software reset is triggered to ensure that all SFRs have a predefined state. 
If no Watchdog Timer wake-up preceded, the external wake-ups are checked. When an external wake-up has
been detected, the appropriate wake-up source is disabled (masked), a wake-up ID is stored in the xdata and the
Interval Timer is set to 50 ms.
In the Interval Timer wake-up routine the pins PP1-PP4 and PP6 are checked to detect whether a button is still
pressed. If the external wake-up ID previously stored in the xdata is equal to the currently pressed button a counter
is increased. If this counter reaches a predefined value, the button is recognized to be pressed. Then a new rolling
code is calculated, the battery voltage is measured, the appropriate command is inserted into the RF-Frame, the
RF-Frame is encrypted with AES or XTEA, if encryption is switched on, and transmitted. When the new rolling
code is written to the EEPROM the ports are sampled for any action. If a button press was detected during writing
to the EEPROM, a new rolling code is calculated and the appropriate RF-Frame is sent. For every button which is
detected to be unpressed in the Interval Timer wake-up routine the corresponding wake-up is (re-)enabled. If no
button is pressed the Interval Timer is set to the longest possible wake-up interval of about 524 s. A Key Stuck is
detected by the Interval Timer wake-up routine when a button is pressed for at least 1h and no other button is
pressed in between. Some configurations of the software can be changed by a long button press (see Chapter 7).
Therefore the Interval Timer is used to check if a button is pressed for a longer time then set by #define
SWITCH_DUR (defines.h). 
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Figure 2 Program flow of the PMAfob Software Example

Figure 3 on Page 12 shows the timing of a button press and how the Interval Timer wake-up interval is varied.
While no button is pressed the Interval Timer wakes up the PMA71xx / PMA51xx with the longest possible interval
of about 524 s to save energy. If a button is pressed an external wake-up is detected and the Interval Timer is set
to 50 ms. The Interval Timer wake-up service routine checks if the button is still pressed every 50 ms and sets the
device into Power Down Mode between each measurement. This method is used to debounce the buttons.
If a button is pressed for at least 150 ms (three button checks in the Interval Timer wake-up service routine resulted
in a pressed button) a Button Press is identified and an RF-Transmission is started. The debounce time of 150 ms
can be easily changed by modifying the value of BUTTON_PRESS_DUR defined in file defines.h and / or
changing the Interval Timer settings. As long as the button is pressed the Interval Timer wakes up every 50 ms to
check the button. This is done for at most 1 h.
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Initialization of the emulated EEPROM
For button presses which are longer then 3 sec, the software configuration is changed according to the pressed
button (see Chapter 7). The configuration switch time can be easily changed by modifing the value of
SWITCH_DUR defined in file defines.h and / or changing the Interval Timer settings.
If a button is pressed for about 1 h, and no other button is pressed in between, the button is detected to be stuck
and the Interval Timer is set to 500 ms to save energy. If the button is released, and no other button is pressed,
the Interval Timer is set to about 524 s again.

Figure 3 Timing of button press and Interval Timer

4 Initialization of the emulated EEPROM
The PMAfob Software Example stores the rolling code in the emulated EEPROM. This is done to be able to keep
the rolling code while the PMA71xx / PMA51xx is set into Power Down Mode. But how should the emulated
EEPROM be initialized ?
There are different methods to initialize the PMA71xx / PMA51xx emulated EEPROM:
• With PMA71xx / PMA51xx Function Library function EEPROM_Init()
• During program download
One approach would be to initialize the emulated EEPROM in the reset rountine by calling the Library function
EEPROM_Init(). For a remote control application where a rolling code is used to increase the security level, this
method has the major drawback that after a battery replacement a synchronisation between the remote control
and the receiver is necessary. The problem is that the rolling code of the remote control is reset, while the rolling
code of the receiver remains.
The solution for the problem is to initialize the emulated EEPROM, including the rolling code start value, during
program download. If the battery is replaced, the rolling code of the PMAfob remains and no synchronisation is
necessary.
Note:  Precausion to initialize the emulated EEPROM, including the rolling code start value, during program 

download

1. Add InitEEPROM.A51 to the Keil project
2. Ensure that User Data Sector I and II are erased before program download

5 Port Sampling
After a button press is detected a new rolling code is calculated and stored into the emulated EEPROM. With every
4th write access to the emulated EEPROM a User Data Sector has to be erased which takes about 102 ms. To
be able to detect button presses during this time, it is possible to sample the wake-up ports. The PMAfob Software
Example shows how the port sampling feature can be handled. Figure 4 illustrates how the port sampling array
looks like and how this array is manipulated. The Library function Wr_EELong(..) is called within Calc_RCode(..).
If a User Data Sector is erased during Wr_EELong(..) the wake-up ports are sampled every 5 ms and inserted into
the sampling array as shown in Figure 4.
The function Check_SampleArray(..) analyses the sampling array and declares whether a button was pressed or
not. If a button press is detected, the appropriate RF-Frame is sent.
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50 ms

RF-Tx

~ 524 s

Interval Timer wake-up

~ 1h 500 ms

Stuck 
button

~ 524 s

Button released, 
no button pressed 

0
11 .. Button released

0 .. Button pressed

~ 3 s
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Figure 4 Port sampling during emulated EEPROM write access

6 RF-Protocol
The PMAfob Software Example is designed to be compatible with TDA523x receivers. Therefore a special RF-
Protocol has to be used.
The following settings are used for RF-Transmission (set in RFInit(), see RF_Functions.c):
• Encoding: Manchester
• Modulation: FSK
• Baudrate: 9600 bps if encryption is switched on, 4800 bps if encryption is switched off
• Frequency: 434 MHz

The RF-Frame starts with a RUNIN sequence of 8 manchester coded data bits (16 chips) which are used by the
TDA523x receiver for internal filter setting and frequency adjustment. Then the 16 chips long TSI (Telegram Start
Identifier) follows, which is used to synchronize the frame and detect the exact start of a data frame (payload). To
detect the EOM (End of Message) a manchester violation (two 1B chips) is sent.
The payload depends on the setting of the global variable My_Encryption_Type defined in file main.c.

6.1 Payload for AES Framing
The AES Framing payload consists of 128 bits and includes the rolling code, a unique key number, a command
code, the battery voltage and the total button presses. The whole RF-Frame including the (AES encrypted)
payload is shown in Figure 5 on Page 14.

Calc_RCode(..){
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PP1
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01234567

0

01234567

...

01234567

20

Wr_EELong(..){

~ 5 ms ~ 5 ms

}

}

Check_SampleArray(..)

Command to 
transmit
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Figure 5 RF-Frame with AES encrypted payload

6.2 Payload for XTEA Framing
64 bits of the 88 bit payload can be encrypted with XTEA. The payload includes the unique key number, the
command code, the status information (battery voltage), the rolling code and a CRC checksum. Figure 6 on
Page 14 shows the whole RF-Frame including the payload and describes which part of the payload can be
encrypted with XTEA.

Figure 6 RF-Frame with XTEA encrypted payload
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6.2.1 Nibble swapping
To increase security the nibbles of the lower 2 bytes of the unique key number, the command code and the status
information byte are swapped according to the LSB of the rolling code if encryption is switched on. If the LSB is
1B the nibbles are swapped. The nibble swapping is shown in Figure 7 on Page 15.

Figure 7 Nibble swapping according to the LSB of the rolling code

7 Flexible Software
The software of the PMAfob Software Example can be configured by long button presses without reflashing the
device. Therefore one of the GPIOs PP1-PP4 or PP6 has to be connected to GND. 5 buttons (GPIOs) are used
to change the RF-Framing, to switch on / off the encryption, to change the datarate and to use 4 byte of the PMA
unique ID or the user defined unique ID.
The #define SWITCH_DUR (defines.h) is used to set the duration of a button press for configuring the software.
The default value of the switch time is about 3 s. The different configurations and the assignments to the PMAfob
used in the PMAfob Home Automation and PMAfob RKE Demo are shown in this chapter.
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7.1 Reset configuration
After reset, e.g. battery replacement, the software configuration is as following:
• Framing: AES
• Encryption: ON
• Unique ID: User defined unique ID (defines.h: #define USER_KEY_NR)
• Baudrate: 9600 bps

7.2 Software configuration and GPIO / button assignments
Table 1 shows the implemented software configurations and the GPIO / button assignments to this configurations.

Table 1 Software configuration and GPIO / button assignments
PMAfob Button GPIO Software configuration

PP1 Switch encryption on / off:
AES or XTEA encryption, depends on the selected framing, is 
switched off or on. The following configurations are changed if 
encryption is turned on / off:
• Encryption ON

– Baudrate: 9600 bps
– XTEA Framing: XTEA encryption is used, nibble swapping 

is turned on
– AES Framing: AES encryption is used

• Encryption OFF
– Baudrate: 4800 bps
– XTEA Framing: XTEA encryption is not used, nibble 

swapping is turned off
– AES Framing: AES encryption is not used

PP2 Choose AES Framining:
The AES Framing as described in Chapter 6.1 is used. 
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PP4 Choose XTEA Framing:
The XTEA Framing as described in Chapter 6.2 is used.

PP3 Choose user defined unique id:
The user defined unique id (defines.h: #define USER_KEY_NR) 
is used as unique key number.

PP6 Choose PMA unique id:
4 bytes of the PMA unique id are used as unique key number.

Table 1 Software configuration and GPIO / button assignments
PMAfob Button GPIO Software configuration
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